# Датасет

**drones preprocessed\_classified (2).csv**

|  |  |  |  |
| --- | --- | --- | --- |
| Naïve Bayes | Random Forest | K-Nearest Neighbors | Support-vector machines |
| **0.882** | **0.736** | **0.9324** | **0.9396** |

# Pipeline

data <- read.csv(choose.files(), header = T, sep = ";", stringsAsFactors = T)

>

> work.data <- data[c('Publication.Year', 'Count.of.Simple.Family.Members', 'Simple.Family.Cited.by.Count',

+ 'Count.of.Other.References', 'Count.of.Cited.by.Patents', 'Count.of.Cites.Patents', 'Count.of.Cited.by.Patents.Within.3.years',

+ 'Count.of.Cited.by.Patents.Within.5.years', 'Simple.Legal.Status', 'Count.of.claims', 'Quality.of.Family',

+ 'Classifier')]

> work.data$Publication.Year <- 2020-work.data$Publication.Year

> str(work.data)

'data.frame': 3702 obs. of 12 variables:

$ Publication.Year : num 5 2 2 3 4 13 17 4 4 2 ...

$ Count.of.Simple.Family.Members : int 15 13 11 12 15 28 20 8 9 11 ...

$ Simple.Family.Cited.by.Count : int 91 15 32 63 16 95 64 59 62 168 ...

$ Count.of.Other.References : int 0 0 2 3 0 0 14 7 0 0 ...

$ Count.of.Cited.by.Patents : int 0 0 0 1 0 0 20 9 2 0 ...

$ Count.of.Cites.Patents : int 0 21 14 29 4 3 41 23 5 0 ...

$ Count.of.Cited.by.Patents.Within.3.years: int 0 0 0 0 0 0 4 9 2 0 ...

$ Count.of.Cited.by.Patents.Within.5.years: int 0 0 0 0 0 0 7 9 2 0 ...

$ Simple.Legal.Status : Factor w/ 5 levels "","Active","Inactive",..: 2 2 2 2 2 2 2 2 2 4 ...

$ Count.of.claims : int 40 57 20 18 15 17 39 22 13 16 ...

$ Quality.of.Family : Factor w/ 2 levels "High","Low": 1 1 1 1 1 1 1 1 1 1 ...

$ Classifier : Factor w/ 2 levels "Strong","Weak": 1 1 1 1 1 1 1 1 1 1 ...

> describe(work.data)

vars n mean sd median trimmed mad min max range skew

Publication.Year 1 3702 35.19 35.70 18 30.33 22.24 1 117 116 0.98

Count.of.Simple.Family.Members 2 3702 2.36 3.32 1 1.51 0.00 1 44 43 4.36

Simple.Family.Cited.by.Count 3 3702 12.07 31.21 1 4.87 1.48 0 585 585 6.68

Count.of.Other.References 4 3702 0.33 1.95 0 0.03 0.00 0 67 67 17.42

Count.of.Cited.by.Patents 5 3702 7.57 20.91 0 2.58 0.00 0 456 456 6.96

Count.of.Cites.Patents 6 3702 4.92 44.04 0 2.21 0.00 0 2624 2624 56.88

Count.of.Cited.by.Patents.Within.3.years 7 3702 1.17 3.86 0 0.31 0.00 0 70 70 7.52

Count.of.Cited.by.Patents.Within.5.years 8 3702 1.95 6.47 0 0.54 0.00 0 148 148 8.68

Simple.Legal.Status\* 9 3702 3.04 0.69 3 2.97 0.00 1 5 4 1.09

Count.of.claims 10 3702 17.12 22.60 10 13.06 11.86 1 402 401 5.65

Quality.of.Family\* 11 3702 1.71 0.45 2 1.76 0.00 1 2 1 -0.93

Classifier\* 12 3702 1.29 0.45 1 1.23 0.00 1 2 1 0.94

kurtosis se

Publication.Year -0.48 0.59

Count.of.Simple.Family.Members 27.01 0.05

Simple.Family.Cited.by.Count 73.64 0.51

Count.of.Other.References 456.23 0.03

Count.of.Cited.by.Patents 88.50 0.34

Count.of.Cites.Patents 3377.17 0.72

Count.of.Cited.by.Patents.Within.3.years 83.33 0.06

Count.of.Cited.by.Patents.Within.5.years 123.65 0.11

Simple.Legal.Status\* 2.47 0.01

Count.of.claims 62.86 0.37

Quality.of.Family\* -1.13 0.01

Classifier\* -1.12 0.01

>

> #visualize the missing data

> missmap(work.data)
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# Naïve Bayes

> #Data Visualization

>

> #Visual 1

> ggplot(work.data, aes(Publication.Year, colour = Classifier))+

+ geom\_freqpoly(binwidth = 1) + labs(title = "Publication Year Distribution by Classifier")

>

> #Visual 2

> c <- ggplot(work.data, aes(x=Count.of.Simple.Family.Members, fill=Classifier, color=Classifier)) +

+ geom\_histogram(binwidth = 1) + labs(title="Count.of.Simple.Family.Members Distribution by Classifier")

> c + theme\_bw()

>

#Building a model

> #split data into training and test data sets

> indxTrain <- createDataPartition(y = work.data$Classifier, p = 0.7, list = F)

> training <- work.data[indxTrain, ]

> testing <- work.data[-indxTrain, ]

>

> #Check dimensions of the split

> prop.table(table(work.data$Classifier))\*100

Strong Weak

71.25878 28.74122

>

> prop.table(table(training$Classifier))\*100

Strong Weak

71.25772 28.74228

> prop.table(table(testing$Classifier))\*100

Strong Weak

71.26126 28.73874

>

> #create objects x which holds the predictor variables and y which holds the response variables

> x = training[,-12]

> y = training$Classifier

>

> library(e1071)

Warning message:

пакет ‘e1071’ был собран под R версии 3.5.3

> model = train(x,y,'nb',trControl=trainControl(method='cv',number=10))

There were 50 or more warnings (use warnings() to see the first 50)

> model

Naive Bayes

2592 samples

11 predictor

2 classes: 'Strong', 'Weak'

No pre-processing

Resampling: Cross-Validated (10 fold)

Summary of sample sizes: 2333, 2332, 2332, 2332, 2333, 2333, ...

Resampling results across tuning parameters:

usekernel Accuracy Kappa

FALSE 0.5389279 0.2191585

TRUE 0.8209707 0.6032218

Tuning parameter 'fL' was held constant at a value of 0

Tuning parameter 'adjust' was held constant at a

value of 1

Accuracy was used to select the optimal model using the largest value.

The final values used for the model were fL = 0, usekernel = TRUE and adjust = 1.

>

> #Model Evaluation

> #Predict testing set

> Predict <- predict(model, newdata = testing)

There were 50 or more warnings (use warnings() to see the first 50)

>

> #Get the confusion matrix to see accuracy value and other parameter values

> confusionMatrix(Predict, testing$Classifier)

Confusion Matrix and Statistics

Reference

Prediction Strong Weak

Strong 643 36

Weak 148 283

Accuracy : 0.8342

95% CI : (0.811, 0.8557)

No Information Rate : 0.7126

P-Value [Acc > NIR] : < 2.2e-16

Kappa : 0.6337

Mcnemar's Test P-Value : 2.768e-16

Sensitivity : 0.8129

Specificity : 0.8871

Pos Pred Value : 0.9470

Neg Pred Value : 0.6566

Prevalence : 0.7126

Detection Rate : 0.5793

Detection Prevalence : 0.6117

Balanced Accuracy : 0.8500

'Positive' Class : Strong

>

>

#Plot Variable performance

> X <- varImp(model)

> plot(X)

>

![](data:image/png;base64,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)

# Reduction the number of variables ---------------------------------------

>

> red.work.data <- data[c('Publication.Year', 'Count.of.Simple.Family.Members', 'Count.of.Cites.Patents',

+ 'Simple.Legal.Status', 'Count.of.claims', 'Quality.of.Family', 'Classifier')]

>

> #Building a model

> #split data into training and test data sets

> red.indxTrain <- createDataPartition(y = red.work.data$Classifier, p = 0.7, list = F)

> red.training <- red.work.data[indxTrain, ]

> red.testing <- red.work.data[-indxTrain, ]

>

> #Check dimensions of the split

> prop.table(table(red.work.data$Classifier))\*100

Strong Weak

71.25878 28.74122

>

> prop.table(table(red.training$Classifier))\*100

Strong Weak

71.25772 28.74228

> prop.table(table(red.testing$Classifier))\*100

Strong Weak

71.26126 28.73874

>

> #create objects x which holds the predictor variables and y which holds the response variables

> red.x = red.training[,-7]

> red.y = red.training$Classifier

>

> library(e1071)

> red.model = train(red.x,red.y,'nb',trControl=trainControl(method='LOOCV',number=10))

There were 50 or more warnings (use warnings() to see the first 50)

> red.model

Naive Bayes

2592 samples

6 predictor

2 classes: 'Strong', 'Weak'

No pre-processing

Resampling: Leave-One-Out Cross-Validation

Summary of sample sizes: 2591, 2591, 2591, 2591, 2591, 2591, ...

Resampling results across tuning parameters:

usekernel Accuracy Kappa

FALSE 0.6847994 0.3961436

TRUE 0.8746142 0.7057973

Tuning parameter 'fL' was held constant at a value of 0

Tuning parameter 'adjust' was held constant at a

value of 1

Accuracy was used to select the optimal model using the largest value.

The final values used for the model were fL = 0, usekernel = TRUE and adjust = 1.

>

> #Model Evaluation

> #Predict testing set

> red.Predict <- predict(red.model, newdata = red.testing)

There were 50 or more warnings (use warnings() to see the first 50)

>

> #Get the confusion matrix to see accuracy value and other parameter values

> confusionMatrix(red.Predict, red.testing$Classifier)

Confusion Matrix and Statistics

Reference

Prediction Strong Weak

Strong 702 42

Weak 89 277

Accuracy : 0.882

95% CI : (0.8615, 0.9004)

No Information Rate : 0.7126

P-Value [Acc > NIR] : < 2.2e-16

Kappa : 0.724

Mcnemar's Test P-Value : 5.844e-05

Sensitivity : 0.8875

Specificity : 0.8683

Pos Pred Value : 0.9435

Neg Pred Value : 0.7568

Prevalence : 0.7126

Detection Rate : 0.6324

Detection Prevalence : 0.6703

Balanced Accuracy : 0.8779

'Positive' Class : Strong

# Random Forest

library(randomForest)

>

> #Building a model

> #split data into training and test data sets

> rf.indxTrain <- createDataPartition(y = work.data$Classifier, p = 0.7, list = F)

> rf.training <- work.data[rf.indxTrain, ]

> rf.testing <- work.data[-rf.indxTrain, ]

>

> rf.testing.unlabeled <- rf.testing[, -12]

> rf.testing.labels <- rf.testing$Classifier

>

> set.seed(123)

> # Training using &lsquo;random forest&rsquo; algorithm

> rf.model <- train(Classifier ~ Publication.Year + Count.of.Simple.Family.Members + Simple.Family.Cited.by.Count +

+ Count.of.Other.References + Count.of.Cited.by.Patents + Count.of.Cites.Patents +

+ Simple.Legal.Status + Count.of.claims + Quality.of.Family, # Survived is a function of the variables we decided to include

+ data = rf.training, # Use the train data frame as the training data

+ method = 'rf',# Use the 'random forest' algorithm

+ trControl = trainControl(method = 'cv', # Use cross-validation

+ number = 5)) # Use 5 folds for cross-validation

>

> rf.testing.unlabeled$Pred.Classifier <- predict(model, newdata = rf.testing)

There were 50 or more warnings (use warnings() to see the first 50)

> confusionMatrix(rf.testing.unlabeled$Pred.Classifier, rf.testing$Classifier)

Confusion Matrix and Statistics

Reference

Prediction Strong Weak

Strong 548 50

Weak 243 269

Accuracy : 0.736

95% CI : (0.7091, 0.7618)

No Information Rate : 0.7126

P-Value [Acc > NIR] : 0.04452

Kappa : 0.4541

Mcnemar's Test P-Value : < 2e-16

Sensitivity : 0.6928

Specificity : 0.8433

Pos Pred Value : 0.9164

Neg Pred Value : 0.5254

Prevalence : 0.7126

Detection Rate : 0.4937

Detection Prevalence : 0.5387

Balanced Accuracy : 0.7680

'Positive' Class : Strong

# K-Nearest Neighbors

#Normalization

> normalize <- function(x) {

+ return ((x - min(x)) / (max(x) - min(x))) }

>

> knn.work.data <- work.data

> knn.work.data$Simple.Legal.Status <- as.character(knn.work.data$Simple.Legal.Status)

> knn.work.data$Simple.Legal.Status[knn.work.data$Simple.Legal.Status == "Active"] <- 4

> knn.work.data$Simple.Legal.Status[knn.work.data$Simple.Legal.Status == "Inactive"] <- 3

> knn.work.data$Simple.Legal.Status[knn.work.data$Simple.Legal.Status == "Pending"] <- 2

> knn.work.data$Simple.Legal.Status[knn.work.data$Simple.Legal.Status == "Undetermined"] <- 1

> knn.work.data$Simple.Legal.Status <- as.numeric(knn.work.data$Simple.Legal.Status)

>

> knn.work.data$Quality.of.Family <- as.character(knn.work.data$Quality.of.Family)

> knn.work.data$Quality.of.Family[knn.work.data$Quality.of.Family == "High"] <- 1

> knn.work.data$Quality.of.Family[knn.work.data$Quality.of.Family == "Low"] <- 0

> knn.work.data$Quality.of.Family <- as.numeric(knn.work.data$Quality.of.Family)

>

> knn.work.data$Classifier <- as.character(knn.work.data$Classifier)

> knn.work.data$Classifier[knn.work.data$Classifier == "Strong"] <- 1

> knn.work.data$Classifier[knn.work.data$Classifier == "Weak"] <- 0

> knn.work.data$Classifier <- as.numeric(knn.work.data$Classifier)

>

> knn.work.data.n <- as.data.frame(lapply(knn.work.data[,1:11], normalize))

> knn.work.data.n$Simple.Legal.Status <- NULL

>

> #Building a model

> #split data into training and test data sets

> knn.indxTrain <- createDataPartition(y = work.data$Classifier, p = 0.7, list = F)

> knn.training <- knn.work.data.n[knn.indxTrain, ]

> knn.testing <- knn.work.data.n[-knn.indxTrain, ]

>

> #Creating seperate dataframe for 'Classifier' feature which is our target.

> train.knn.labels <- knn.work.data[knn.indxTrain,12]

> test.knn.labels <-knn.work.data[-knn.indxTrain,12]

>

> library(class)

> sqrt(NROW(train.knn.labels))

[1] 50.91169

> #We have 2593 observations in our training data set.

> #The square root of 2593 is around 50.92, therefore we’ll create two models.

> #One with ‘K’ value as 50 and the other model with a ‘K’ value as 51.

> knn.50 <- knn(train=knn.training, test=knn.testing, cl=train.knn.labels, k=50)

> knn.51 <- knn(train=knn.training, test=knn.testing, cl=train.knn.labels, k=51)

>

> #Model Evaluation

> #Calculate the proportion of correct classification for k = 26, 27

> ACC.50 <- 100 \* sum(test.knn.labels == knn.50)/NROW(test.knn.labels)

> ACC.51 <- 100 \* sum(test.knn.labels == knn.51)/NROW(test.knn.labels)

>

> # Check prediction against actual value in tabular form for k=50

> table(knn.50 ,test.knn.labels)

test.knn.labels

knn.50 0 1

0 268 25

1 51 766

> # Check prediction against actual value in tabular form for k=51

> table(knn.51 ,test.knn.labels)

test.knn.labels

knn.51 0 1

0 268 25

1 51 766

>

> confusionMatrix(table(knn.50, test.knn.labels))

Confusion Matrix and Statistics

test.knn.labels

knn.50 0 1

0 268 25

1 51 766

Accuracy : 0.9315

95% CI : (0.915, 0.9457)

No Information Rate : 0.7126

P-Value [Acc > NIR] : < 2.2e-16

Kappa : 0.8287

Mcnemar's Test P-Value : 0.004135

Sensitivity : 0.8401

Specificity : 0.9684

Pos Pred Value : 0.9147

Neg Pred Value : 0.9376

Prevalence : 0.2874

Detection Rate : 0.2414

Detection Prevalence : 0.2640

Balanced Accuracy : 0.9043

'Positive' Class : 0

> confusionMatrix(table(knn.51, test.knn.labels))

Confusion Matrix and Statistics

test.knn.labels

knn.51 0 1

0 268 25

1 51 766

Accuracy : 0.9315

95% CI : (0.915, 0.9457)

No Information Rate : 0.7126

P-Value [Acc > NIR] : < 2.2e-16

Kappa : 0.8287

Mcnemar's Test P-Value : 0.004135

Sensitivity : 0.8401

Specificity : 0.9684

Pos Pred Value : 0.9147

Neg Pred Value : 0.9376

Prevalence : 0.2874

Detection Rate : 0.2414

Detection Prevalence : 0.2640

Balanced Accuracy : 0.9043

'Positive' Class : 0

>

> #Optimization

> i=1

> k.optm=1

> for (i in 1:51){

+ knn.mod <- knn(train=knn.training, test=knn.testing, cl=train.knn.labels, k=i)

+ k.optm[i] <- 100 \* sum(test.knn.labels == knn.mod)/NROW(test.knn.labels)

+ k=i

+ cat(k,'=',k.optm[i],'

+ ')

+ }

1 = 86.75676

2 = 88.1982

3 = 91.62162

4 = 91.89189

5 = 92.79279

6 = 92.88288

7 = 93.15315

8 = 92.97297

9 = 93.06306

10 = 93.15315

11 = 93.06306

12 = 93.15315

13 = 93.06306

14 = 93.06306

15 = 93.06306

16 = 93.06306

17 = 93.06306

18 = 93.06306

19 = 93.06306

20 = 92.97297

21 = 93.06306

22 = 93.06306

23 = 93.06306

24 = 93.06306

25 = 93.06306

26 = 93.15315

27 = 93.15315

28 = 93.15315

29 = 93.15315

30 = 93.15315

31 = 93.15315

32 = 93.15315

33 = 93.15315

34 = 93.15315

35 = 93.15315

36 = 93.15315

37 = 93.15315

38 = 93.15315

39 = 93.15315

40 = 93.15315

41 = 93.15315

42 = 93.24324

43 = 93.24324

44 = 93.24324

45 = 93.24324

46 = 93.24324

47 = 93.15315

48 = 93.15315

49 = 93.15315

50 = 93.15315

51 = 93.15315

#Correction

> knn.42 <- knn(train=knn.training, test=knn.testing, cl=train.knn.labels, k=42)

> ACC.42 <- 100 \* sum(test.knn.labels == knn.42)/NROW(test.knn.labels)

> ACC.42

[1] 93.24324

> # Check prediction against actual value in tabular form for k=50

> table(knn.42 ,test.knn.labels)

test.knn.labels

knn.42 0 1

0 269 25

1 50 766

> confusionMatrix(table(knn.42, test.knn.labels))

Confusion Matrix and Statistics

test.knn.labels

knn.42 0 1

0 269 25

1 50 766

Accuracy : 0.9324

95% CI : (0.916, 0.9465)

No Information Rate : 0.7126

P-Value [Acc > NIR] : < 2.2e-16

Kappa : 0.8311

Mcnemar's Test P-Value : 0.005584

Sensitivity : 0.8433

Specificity : 0.9684

Pos Pred Value : 0.9150

Neg Pred Value : 0.9387

Prevalence : 0.2874

Detection Rate : 0.2423

Detection Prevalence : 0.2649

Balanced Accuracy : 0.9058

'Positive' Class : 0

# Support-vector machines

library(caret)

>

> svm.work.data <- work.data

> svm.work.data$Simple.Legal.Status <- as.character(svm.work.data$Simple.Legal.Status)

> svm.work.data$Simple.Legal.Status[svm.work.data$Simple.Legal.Status == "Active"] <- 4

> svm.work.data$Simple.Legal.Status[svm.work.data$Simple.Legal.Status == "Inactive"] <- 3

> svm.work.data$Simple.Legal.Status[svm.work.data$Simple.Legal.Status == "Pending"] <- 2

> svm.work.data$Simple.Legal.Status[svm.work.data$Simple.Legal.Status == "Undetermined"] <- 1

> svm.work.data$Simple.Legal.Status <- as.numeric(svm.work.data$Simple.Legal.Status)

>

> svm.work.data$Quality.of.Family <- as.character(svm.work.data$Quality.of.Family)

> svm.work.data$Quality.of.Family[svm.work.data$Quality.of.Family == "High"] <- 1

> svm.work.data$Quality.of.Family[svm.work.data$Quality.of.Family == "Low"] <- 0

> svm.work.data$Quality.of.Family <- as.numeric(svm.work.data$Quality.of.Family)

>

> svm.work.data$Classifier <- as.character(svm.work.data$Classifier)

> svm.work.data$Classifier[svm.work.data$Classifier == "Strong"] <- 1

> svm.work.data$Classifier[svm.work.data$Classifier == "Weak"] <- 0

> svm.work.data$Classifier <- as.numeric(svm.work.data$Classifier)

>

> svm.work.data.n <- as.data.frame(lapply(svm.work.data[,1:11], normalize))

> svm.work.data.n$Simple.Legal.Status <- NULL

> svm.work.data[is.na(svm.work.data)] <- 0

> #Building a model

> #split data into training and test data sets

> svm.indxTrain <- createDataPartition(y = svm.work.data$Classifier, p = 0.7, list = F)

> svm.training <- svm.work.data[svm.indxTrain, ]

> svm.testing <- svm.work.data[-svm.indxTrain, ]

>

> svm.training[['Classifier']] = factor(svm.training[["Classifier"]])

> #Training a model

> svm.traincontrol <- trainControl(method = 'repeatedcv', number = 10, repeats = 4)

> svm\_linear <- train(Classifier ~., data = svm.training, method = 'svmLinear', trControl = svm.traincontrol,

+ preProcess = c('center', 'scale'), tuneLength = 10)

> svm\_linear

Support Vector Machines with Linear Kernel

2592 samples

11 predictor

2 classes: '0', '1'

Pre-processing: centered (11), scaled (11)

Resampling: Cross-Validated (10 fold, repeated 4 times)

Summary of sample sizes: 2332, 2333, 2333, 2333, 2333, 2333, ...

Resampling results:

Accuracy Kappa

0.914455 0.7859152

Tuning parameter 'C' was held constant at a value of 1

>

> svm.test.predict <- predict(svm\_linear, newdata = svm.testing)

> confusionMatrix(table(svm.test.predict, svm.testing$Classifier))

Confusion Matrix and Statistics

svm.test.predict 0 1

0 269 23

1 44 774

Accuracy : 0.9396

95% CI : (0.924, 0.9529)

No Information Rate : 0.718

P-Value [Acc > NIR] : < 2e-16

Kappa : 0.8478

Mcnemar's Test P-Value : 0.01455

Sensitivity : 0.8594

Specificity : 0.9711

Pos Pred Value : 0.9212

Neg Pred Value : 0.9462

Prevalence : 0.2820

Detection Rate : 0.2423

Detection Prevalence : 0.2631

Balanced Accuracy : 0.9153

'Positive' Class : 0

>

> #Selecting C-value in Linear classifier

> grid <- expand.grid(C = c(0,0.01, 0.05, 0.1, 0.25, 0.5, 0.75, 1, 1.25, 1.5, 1.75, 2,5))

> svm\_Linear\_Grid <- train(Classifier ~., data = svm.training, method = "svmLinear",

+ trControl=svm.traincontrol,

+ preProcess = c("center", "scale"),

+ tuneGrid = grid,

+ tuneLength = 10)

There were 42 warnings (use warnings() to see them)

> svm\_Linear\_Grid

Support Vector Machines with Linear Kernel

2592 samples

11 predictor

2 classes: '0', '1'

Pre-processing: centered (11), scaled (11)

Resampling: Cross-Validated (10 fold, repeated 4 times)

Summary of sample sizes: 2332, 2333, 2333, 2333, 2333, 2333, ...

Resampling results across tuning parameters:

C Accuracy Kappa

0.00 NaN NaN

0.01 0.9125178 0.7800108

0.05 0.9148341 0.7867097

0.10 0.9149302 0.7869775

0.25 0.9150267 0.7872492

0.50 0.9150267 0.7872871

0.75 0.9149302 0.7870240

1.00 0.9149302 0.7870240

1.25 0.9149302 0.7870240

1.50 0.9150267 0.7872954

1.75 0.9150267 0.7872954

2.00 0.9151233 0.7875585

5.00 0.9152198 0.7878300

Accuracy was used to select the optimal model using the largest value.

The final value used for the model was C = 5.

> plot(svm\_Linear\_Grid)

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAkAAAAHzCAIAAABHTjUnAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAASdEVYdFNvZnR3YXJlAEdyZWVuc2hvdF5VCAUAACj8SURBVHhe7d1hdqNI16zRHpcH5HHcIfRoPJn+/07ju5mAkpQACx3FkYF49vLqppCgHJXKjEbC1f/8HwAAJ0SBAQBOiQIDAJwSBQYAOCUKDABwShQYAOCUKDAAwClRYACAU6LAAACnRIEBAE6JAgMAnBIFBgA4JQoMAHBKFBgA4JQoMADAKVFgAIBTosAAAKdEgQEATokCAwCcEgUGADglCizLP/+Y/tkS3A3B3RwnuOkAfAAvbjcEd0PwP2c6AB/Ai9sNwd0Q/M+ZDsAH8OJ2Q3A3BP9zpgPwAby43RDcDcH/nOkAfAAvbjcEd0PwP2c6AB/Ai9sNwd0Q/M+ZDkCvDAYA4M9Ni/JuFFjWf03873//m7bMENwNwd0kBafAIigwLYK7IbibpOAUWAQFpkVwNwR3kxScAougwLQI7obgbpKCU2ARFJgWwd0Q3E1ScAosggLTIrgbgrtJCk6BRVBgWgR3Q3A3ScEpsAgKTIvgbgjuJik4BRZBgWkR3A3B3SQFp8AiKDAtgrshuJuk4BRYBAWmRXA3BHeTFJwCi6DAtAjuhuBukoJTYBEUmBbB3RDcTVJwCiyCAtMiuBuCu0kKToFFUGBaBHdDcDdJwSmwCApMi+BuCO4mKTgFFkGBaRHcDcHdJAWnwCIoMC2CuyG4m6TgFFgEBaZFcDcEd5MUnAKLoMC0CO6G4G6SglNgERSYFsHdENxNUnAKLIIC0yK4G4K7SQpOgUVQYFoEd0NwK//8v/qVgQKLoMC0CO6G4D7G6irBMzqMAougwLQI7obgJlppjcHlHUaBRVBgWgR3Q/BLKv30y9f4BC0KLIIC0yK4G4IfWd86L32tGveX4FtPeAcFFkGBaRHcDcE/oPXKq19ySactKLAICkyL4G4IvlMrlcDXoSSNOAUWQYFpEdyNW/CHatn/dRkU2IFQYFoEd3PS4A/tsv+rYcS1KLAICkyL4G7+NvhDu+z/eh8jrkWBRVBgWgR3Iwn+0C77v/4QI65FgUVQYFoEd9MHf2iX/V9nxIhrUWARFJgWwS/goV32f1nhpa5FgUVQYFqewQ+4fLdSCXy9hJe6GwrsQCgwLcPg44pfgr+69O/RSuXVr4/hpe4mKTgFFkGBabkFb1UxBt9qjtYrr34dHy91N0nBKbAICkzLLXjrmL51ll8XxkvdDQV2IBSYlmHwsaJK8GsX1RZe6m6SglNgERSYllXwdnXVNgzxUndDgR0IBablE/yhsRhxNwTXosAiKDAth+Cr11uMuBuCa1FgERSY1uWDb71VyIi7IbgWBRZBgWldOPjqhVfDiLshuBYFFkGBaV0y+O/VNWLE3RBciwKLoMC0rhf8aXWNGHE3BNeiwCIoMK0rBd9z4dUw4m4IrkWBRRywwF5aN5fePPxNfzir3wm+PPbVU7GcuSG4FgUWcbQCa+tmbC1+8/D3/dWsfif4w7Hln4GTsJy5IbgWBRZxqAJ7WDdfXUbfPFziT2b1O8H7J5ft8B8ay5kbgmsdtsD++/erfG/F98+05157/Ovf/6ZdN/Wh7qj2zGJ+8rPz/6ocNm1Jxca4rZ7jSvrO13iSz/uTWd2Stvixr/EMMSxnbgiuFViKP1FgP99Ts7SNe3X3WEYPbTU+dHdM2bE4w7PzP3GoAiveXEnbUe08H/ZXs7rlDaRuh7zzJ8Zy5obgWscssFIrt2ulRUFVdzvnJ49XVV/f3/0h3bmaZ+d/5pgF9s5K2h/+znliPj+rW94++KveOXbEcuaG4FqHLLCNfpptFdjPT/333aPlF3sPX1X+gFaV8TiIsoZOWzrj0jz94nIuHA2wMi3HC9PyveYABVZ3Ts+oz314F3Bx+NfDx2WvFNiqcq5pS6qMx7S125tXAL9LPXkvEDxmLObj+FjwoyG4m6TggaX4CAV2K65aSj/9s6v+8LrdDi+nGvZfpcA+sBZ/ZsX/zKw+VHWNWM7cEFzrtAU2Wzzh7vDe7ZmXKLBPLsfZv1f2rP5MDQewnLkhuNYhC6wvlc02ulk+4WmBvXT+NX9eYJ9fjlM7IG9WH7a6RixnbgiudcwCqw0z1krbuDc30MoT+k7qHy77b7X17PxP/G2B/eGKnNQHWS/uA1fXiOXMDcG1DlpgY7MM5nopu24F1D0+77q5v6iqv5r0TbVy/v3KYdOW1J4xPsKiLP8e5C/upKKVYzlzQ3CtwFL8mQI7tE8WWL8WH2dRfviu3vnG5Ie/c7YPYzlzQ3AtCiziYwXW1uLlMn0E/XcV+/bGo0rwdw5vG+WfsfP8FZYzNwTXosAiPlNg/Vp8zKV5/K7aN/bqd9iePwYPH16U7VcPPwKWMzcE16LAIj5cYOPGARfo/jv826/xezgdljM3BNeiwCI+U2BFW5oPuzq3byz2HY5HleDvHN5vnAvLmRuCa1FgER8rsKIszQdfnd/8Dv/28L/FcuaG4FoUWMSHC+zymNVuCO4mKTgFFkGBaTGr3RDcTVJwCiziYwXm0F4Fs9oNwd0kBafAIigwLWa1G4K7SQouLbD21zPdi/xlTcdWQk1bUssxpsCujeBuCK4VWIqXB9yKa72p2l9GeJ0iK2GmLanlGFNg10ZwNwTXCizFDweU9trZTPufeXSfKTCT9iqY1W4I7iYp+PsF5ii7wEp1jV8mmNVuCO4mKTgFFpFaYK23KLDLI7gbgmtpC6z7f2/dudptHCXStCVVxvihvUw6jFnthuBukoIHluLNA4Z7Oa7WVasoMC1mtRuCu0kKLiyw2l/L/z3yJeUVWPlnqy6T9iqY1W4I7iYpuLjALK6/kgussGqvglnthuBukoILC2z4AMyjwbILrKDAHBDcDcG1hAVm9CEYBabFrHZDcDdJwYUFNtTXOu5C3KUfYwrMAcHdEFwrsBSnrN3nQoFpMavdENxNUnAKLIIC02JWuyG4m6Tg6gJ7/FHma95XX4JNW1L9GFNgDgjuhuBagaV4+4DhU7C+ssY6u95tHRSYFrPaDcHdJAUXFlhtq+UF1/rek6PAtJjVbgjuJim4sMA2fpD5ij/fTIFpMavdENxNUnCuwCIoMC1mtRuCu0kKLiwwPgN7Vz/GFJgDgrshuJa0wIqxsmaXu/galGDTllQ/xhSYA4K7IbhWYClOWbvPhQLTYla7IbibpOAUWAQFpsWsdkNwN0nBKbAICkyLWe2G4G6Sgr9fYPXOjeGTruEWjnXcRr9LP8YUmAOCuyG4VmApTlm7z4UC02JWuyG4m6TgwgIrV2Br9xzyg8y79WNMgTkguBuCa6UX2HBfPQW2Sz/GFJgDgrshuJagwH757Gt0vZ8FK6GmLal+jCkwBwR3Q3CtwFK8dcDGW4hXRIFpMavdENxNUnBhgRmhwLSY1W4I7iYpuLbAtt5N5DOwXfoxpsAcENwNwbUCS/HmAbW+hjcR640bY2dd8hYOCkyNWe2G4G6SggsLrPXX3cdhtcIu99EYBabFrHZDcDdJwcUFNl1szZdg99tXQYFpMavdENxNUnBhgfXXWg+XYBTYLv0YU2AOCO6G4FrCAhuq6tZVrcH6WrsMCkyLWe2G4G6SgisLrOjeRqybg6tdfhUl1bQl1Y8xBeaA4G4IrhVYilPW7nOhwLSY1W4I7iYpOAUWQYFpMavdENxNUvD3C6y9VfgLbuLYpR9jCswBwd0QXCuwFG8fMHTZ3R0bdc/lbuGgwNSY1W4I7iYpuLDA+psQZ9yFuF8/xhSYA4K7IbiWsMC6OxB7G7tPjQLTYla7IbibpODiK7DltdYl30SkwLSY1W4I7iYpuLDAps/A+qut4V1FPgPbqx9jCswBwd0QXEtaYNVQYs0Fy6sqyaYtqX6MKTAHBHdDcK3AUpyydi8MF2/Vxudn7fFlR9aHVm8m6Xa2w4vXW7YcNG1J9WNMgTkguBuCawWW4k8UWLvzY+MWkPmTtUVbjZeAj8cMe7ud5dcrp92LAtNiVrshuJuk4McssFIvt8ui55dT85PHy6qv7+/HQ+pTvvqd3W8QQYFpMavdENxNUvD3C6x0wVgGdWPDixc7G/002yqwn5/678fOK7/+/rnbWX7xTn9RYGLMajcEd5MUPLAUp6zddzb6qVPLcnxGfe5DQ94dfiurxTnLFdngSZONT1oq45GqFNi0BQBYMy3HC9PyveYIBXYrrto/P3d9VTwcPh7d76zb7Zzl/HdH7/H7H1BYGY9pq/wWXIEZILgbgmsFluJjFNhs8YTu8Lmd7s7Ze3r+FRSYFrPaDcHdJAV/v8BKATz16iVOVyqbxXOzfMK8Z+V7W5yLAvt7zGo3BHeTFDywFKes3Q9q8wxV0zbuza2z8oTVzut39seU/S/3FwUmxqx2Q3A3ScEPWmBjyQzmKppba/zFaFk/Twts/NVk8cwdymHTllQ/xhSYA4K7IbhWYCn+5YDWKg8iJXFkJdK0JdWPMQXmgOBuCK4VWIo3D6j1NVwPzVc7w5XO1eorv8Cs2qtgVrshuJuk4MICa/1192ZfrbDlu3wnR4FpMavdENxNUnBxgU0XW/0HTv32VVBgWsxqNwR3kxRcWGD9tdbDJRgFtksbYwrMBMHdEFxLWGBDVd26qjVYX2uXQYFpMavdENxNUnBlgRXd24h1c3C1y6+ipJq2pNoYU2AmCO6G4FqBpThl7T4XCkyLWe2G4G6Sgr9fYN1Flw0KTItZ7YbgbpKCawpsYtNjJeu0JdXGmAIzQXA3BNcKLMWrBww3cEwud8/GQgk5bUm1MabATBDcDcG1Akvx7wfMF2QX7rGSbtqSamNMgZkguBuCawWW4n0HzEXGXYh7tTGmwEwQ3A3BtQJL8YsHXPEmDwpMi1nthuBukoKnFVi7ArviO4kl1rQl1caYAjNBcDcE1wosxb8fwGdgcW2MKTATBHdDcK3AUrx6AHchCrQxpsBMENwNwbUCS/HDAfMlFz8H9qY2xhSYCYK7IbhWYCleKTD+Jg6JNsYUmAmCuyG41vsFtuqSfwf9jALTYla7IbibpOAUWAQFpsWsdkNwN0nBKbAICkyLWe2G4G6SglNgERSYFrPaDcHdJAWnwCIoMC1mtRuCu0kKnlRgF0eBaTGr3RDcTVJwbYHVW+rHC696CTa64oVYiTVtSbUxpsBMENwNwbUCS/HmAY/1Nfx02CV/TIwC02JWuyG4m6TgwgLrqqpu9ttXazAKTItZ7YbgbpKCpxRY31/DxRgFtksbYwrMBMHdEFxLWGCtwYb+mj766rvsOigwLWa1G4K7SQquLLCprqruo7DLtVdREk5bUm2MKTATBHdDcK3AUpyydp8LBabFrHZDcDdJwSmwCApMi1nthuBukoJrC6y+hcjPgYW1MabATBDcDcG1Akvx5gGP9TV8+lV3chPHPm2MKTATBHdDcC1hgXVVNdzM0W1frcEoMC1mtRuCu0kKnlJgfX/xc2D7tTGmwEwQ3A3BtYQF1hps6C9+Dux1bYwpMBMEd0NwLWWBTXVV8XNgEW2MKTATBHdDcK3AUpyydp8LBabFrHZDcDdJwSmwCApMi1nthuBukoKrC2z++a/RFX8KjAJTY1a7IbibpOCBpXj7gP7ujUH382CXQoFpMavdENxNUnBhgdW2Wl5wre89OQpMi1nthuBukoILC+x2F/2Djd2nRoFpMavdENxNUnCuwCIoMC1mtRuCu0kKLiwwPgN7VxtjCswEwd0QXEtaYMVYWbPLXXwNSrBpS6qNMQVmguBuCK4VWIpT1u5zocC0mNVuCO4mKbiwwC75adc6CkyLWe2G4G6SggsL7Iq3G26gwLSY1W4I7iYpuLDAjCqMAtNiVrshuJuk4OIrsA38HNgubYwpMBMEd0NwrcBSnLJ2nwsFpsWsdkNwN0nBKbAICkyLWe2G4G6SgqsKbPj5r/6dwmHHVW9KpMC0mNVuCO4mKbikwBZ/A8dka//pUWBazGo3BHeTFFxQYLWmNlvq1wd/0/5Kj40bQNrjy7PXhxZHPe58dv5flcOmLak2xhSYCYK7IbhWYCl+OKA2wS8V9eThDbX3hmZpG/fmXly0VX1oecywd9757PxPUGBazGo3BHeTFPz9AntWAZGKKMfcSm9RUNXdzvnJdXcptu/vx0PqU75WD1k//zMUmBaz2g3B3SQF1xTYL5dYQ6m82BAb/TTbKrCfn/rvx04qv/7+6Xc+Pf8zFJgWs9oNwd0kBX+/wIYG6/vi3pN+W/W8YObfsz734fe/O7z+qh7f73x+/lk5+aoyHnlKgU1bAIAN03K8MC3faxaPDR1yVyHNLw/9Yk/BDGcuvv796Z9dPRw+Ht3v3HP+X/3+BxRWxmPc4ArMBMHdEFwrsBSvHVCviB57YKyYl8uheK1gFk/oDi+PTVsU2IExq90Q3E1ScFGBVWNhdVpHvKwrlbuyWbN8wrynnOfR8MAr519TzjNtSbUxpsBMENwNwbUCS3HK2v2gNs+tatb6ZW6glSesdtL9zmfnf4IC02JWuyG4m6TgBy2wsVkGd60zv9nXHl++/7ejwFbPv185bNqSamNMgZkguBuCawWW4s8U2KFRYFrMajcEd5MUnAKLoMC0mNVuCO4mKTgFFkGBaTGr3RDcTVJwCiyCAtNiVrshuJuk4O8XWLsb4heRGyWOrESatqTaGFNgJgjuhuBagaV4+4Chy+7uCqx7lrcJnh4FpsWsdkNwN0nBhQVWb1Rfv339chVGgWkxq90Q3E1ScGGB1autlfcKN3afGgWmxax2Q3A3ScHFV2DLa61LvolIgWkxq90Q3E1ScGGBTZ+B9Vdbw7uKfAa2VxtjCswEwd0QXEtaYNVQYs0Fy6sqyaYtqTbGFJgJgrshuFZgKU5Zu8+FAtNiVrshuJuk4BRYBAWmxax2Q3A3ScHlBXZ7C3F487D84pJvIgb+1PZoY0yBmSC4G4JrBZbi7QNudxx29yPedl0LBabFrHZDcDdJwYUFNtdWf0P9cCMiPwe2SxtjCswEwd0QXEtYYPVia2yqvsC63ddBgWkxq90Q3E1S8PQrsEu+h0iBaTGr3RDcTVJwYYGtfAY2vH94uesvCkyNWe2G4G6SgksLrKol1rncxdegBJu2pNoYU2AmCO6G4FqBpThl7T4XCkyLWe2G4G6SggsLrFx7rV1vcRPHbm2MKTATBHdDcK30Ahs+BqPAdmljTIGZILgbgmsJCuzhU6+l630OVkJNW1JtjCkwEwR3Q3CtwFK8dcDGW4hXRIFpMavdENxNUnBhgRmhwLSY1W4I7iYpuLbAtt5N5DOwXdoYU2AmCO6G4FqBpXjzgFpfw5uI9caNsbMueQsHBabGrHZDcDdJwYUF1vrr7uOw9rdyXAkFpsWsdkNwN0nBxQU2XWzNl2D321dBgWkxq90Q3E1ScGGB9ddaD5dgFNgubYwpMBMEd0NwLWGBDVV166rWYH2tXQYFpsWsdkNwN0nBlQVWdG8j1s3B1S6/ipJq2pJqY0yBmSC4G4JrBZbilLX7XCgwLWa1G4K7SQpOgUVQYFrMajcEd5MUXF5gt3cOh8+9uns5LiXwp7ZHG2MKzATB3RBcK7AUbx9Qy6sWVnfjxm3XtVBgWsxqNwR3kxRcWGBzbfV3Hva3Jl4GBabFrHZDcDdJwYUFVi+2xqa6u3V+3n0dqQXm1l4Fs9oNwd0kBU+/Arvke4gUmBaz2g3B3SQFFxbYymdgw/uHF/xBMApMi1nthuBukoJLC6yqJda53MXXoASbtqTGMabAfBDcDcG1Aktxytp9LhSYFrPaDcHdJAWnwCIoMC1mtRuCu0kKLi+w+7cQr/kOIgUmxqx2Q3A3ScEDS/H2AYs7DoebOC5YYhSYFrPaDcHdJAUXFlhtq+UNh9xGv984xhSYD4K7IbiWsMBKVa01VW0wfpB5l3GMKTAfBHdDcK30K7D2M2FXQoFpMavdENxNUnBhgU03cPQdxg8yv2QcYwrMB8HdEFxLWGBDfT1xkS4rSaYtqXGMKTAfBHdDcK3AUpyydp8LBabFrHZDcDdJwSmwCApMi1nthuBukoLLC+z2RuJw48bGjYmnF/hT22McYwrMB8HdEFwrsBRvH1DLqxZWd+fhbde1UGBazGo3BHeTFFxYYHNt9bfODzci8nNgu4xjTIH5ILgbgmsJC6xebI1N1RdYt/s6KDAtZrUbgrtJCp5+BXbJ9xApMC1mtRuCu0kKLiywlc/AhvcPY9df46HbR7fHl+1YH+qOqt/VqHtqO7x4vV/LQdOW1DjGFJgPgrshuFZgKf79gLkuBq+Xw6C979g27t2qctFWt2/gtqs+fPse+nOV7ZXT7lV+g2lLahxjCswHwd0QXCuwFKes3fdKvdxaZ1FQ1d3O+cnjZdXX9/faX8pYzM/sfoMICkyLWe2G4G6Sgn+iwP7799/XLnY2+mm2VWA/P/Xfq5037p6bbm9/lT+gVWU8kpQCm7YAANum5XhhWr7XrDxWu2Hy0BzjI6vXQ9vuGmj1YqnsnJ6x8hvcHT6Yvr92nnrOr+lb3ttkvXLYtCVVxqP8kyswHwR3Q3CtwFK8OKC2yVQD3eb4i+rlinheYK2TymM/j321LLBR/X6G/fUJ/Xe59uRfld932pIax5gC80FwNwTXCizFDwcMTTJXwNQSc7+8WF7VXQNtFNhs8YStAls/1dPzr6DAtJjVbgjuJin4+wVWG6trgOHqZnx77uULm6Yrlc02ulk+gQI7G2a1G4K7SQquKbC+Luqvg1des3bSx7NP5tZZeUJfYP3DZf940OrOV1BgWsxqNwR3kxQ8p8DerK+qnmYwn7vsmk/cHl/+XvdXYPVXkyc79yuHTVtS4xhTYD4I7obgWoGleEeBRUrhTCgwLWa1G4K7SQpOgUVQYFrMajcEd5MUnAKLoMC0mNVuCO4mKbimwJ65WqGVSNOW1DjGFJgPgrshuFZgKU5Zu8+FAtNiVrshuJuk4BRYBAWmxax2Q3A3ScHfL7Cf3X8V0/5nHh0FpsWsdkNwN0nBJVdgt4/B1uup/czVdT4JK2GmLalxjCkwHwR3Q3CtwFK8fcDG/RxXu4WDAlNjVrshuJuk4IGlOGXtPhcKTItZ7YbgbpKCU2ARFJgWs9oNwd0kBafAIigwLWa1G4K7SQpOgUVQYFrMajcEd5MUnAKLoMC0mNVuCO4mKTgFFkGBaTGr3RDcTVJwYYH9/tNglxL4U9tjHGMKzAfB3RBcK7AU/3ZA9z+KVPxfLY+qpJu2pMYxpsB8ENwNwbUCS/GuA67dZCXUtCU1jjEF5oPgbgiuFViKXzigrzH+KqmnxjGmwHwQ3A3BtQJL8Y4Dur9T6tZaQ5dd5Vqs5Jq2pMYxpsB8ENwNwbUCS/EvB3TFteyq+uBFLsJKvmlLahxjCswHwd0QXCuwFG8dMLbXhW/dmFFgWsxqNwR3kxRcWGBGKDAtZrUbgrtJCi4usHoV1q7BhkuyS16RUWBazGo3BHeTFFxZYHftNRlK7HI/2kyBaTGr3RDcTVJwYYHVrlqpqo3dp0aBaTGr3RDcTVJwYYHVG+WXbxgOt89TYLuMY0yB+SC4G4JrCQts+rHlu7K61E9/zSgwLWa1G4K7SQquLLBqLLHZJe/hoMDEmNVuCO4mKXhgKU5Zu8+FAtNiVrshuJuk4BRYBAWmxax2Q3A3ScG1BTbcNL+Cmzh2GceYAvNBcDcE1wosxZsHtJ8Dqx+EjZ11yXsQKTA1ZrUbgrtJCi4ssNZfw+bt7o1aYZe7k4MC02JWuyG4m6Tg4gKbLrbmS7D77augwLSY1W4I7iYpuLDA+muth0swCmyXcYwpMB8Ed0NwLWGBDVV166rWYH2tXQYFpsWsdkNwN0nBlQVWdG8j1s3B1S6/ipJq2pIax5gC80FwNwTXCizFKWv3uVBgWsxqNwR3kxRcWGCXfLNwHQWmxax2Q3A3ScGFBda9fXh1FJgWs9oNwd0kBRcWmFGFUWBazGo3BHeTFFx8Bbbhaq1WIk1bUuMYU2A+CO6G4FqBpThl7T4XCkyLWe2G4G6SglNgERSYFrPaDcHdJAUXFhhvIb5rHGMKzAfB3RBcK7AUv3LARW/roMC0mNVuCO4mKXhygV20wigwLWa1G4K7SQqeXmCXbDAKTItZ7YbgbpKCpxdY/zf8XgYFpsWsdkNwN0nBswtsuLODtxD3GceYAvNBcDcE1xIW2MZdiFf86xFLrGlLahxjCswHwd0QXCuwFKes3edCgWkxq90Q3E1ScAosggLTYla7IbibpODiAqtvI7b3DIf3FC/5P1ihwLSY1W4I7iYpuLLA7tprwk0cLxjHmALzQXA3BNcSFljtqpWq2th9ahSYFrPaDcHdJAUXFtj6/5E5+nNgw3HVxrHt8fXfsjtquAgc9E99dv5flcOmLalxjCkwHwR3Q3CtwFK8ecDYCXeFMOwKfAzWLtt+uawbT/vQVre+uu2qD99+/+5cz87/BAWmxax2Q3A3ScGVBVa1C5tJoLyKUiu3AxcFVd3tnJ88/uZf398rh1Ttmc/O/0z5XaYtqXGMKTAfBHdDcK3AUpyydt/Z6KfZVoH9/NR/b3RS3T0+8en5O7WF15TxSFIKbNoCAGybluOFaflec4ACqzunZ9TnPrwLuCyw8UntPK8U2Krf/4DCyniUf3IF5oPgbgiuFViKfzugFkurg/qL18uh2FMwUyeVx34e+2pZYKPWehTYwTCr3RDcTVLwwFK8ecBde02GEltrk9+8VjCLJ2wVWHsmBXYwzGo3BHeTFFxYYLWrVnpjY/evulLZbKOb5ROeFthL519DgWkxq90Q3E1ScGGB1SpYXsvUva83RGu9jfqbG2jlCX0n9Q+X/bfv79n5n6DAtJjVbgjuJim4sMDGrrqvg2HXstV2qM0ymM9Xds2nao+vd+Z81PhdDfpvbeX8+5XDpi2pcYwpMB8Ed0NwrcBS/OsBXV0MQuV1eCXYtCU1jjEF5oPgbgiuFViKU9buc6HAtJjVbgjuJin4BwqsXJRF3qY7MgpMi1nthuBukoInFtjGh09XUCJNW1LjGFNgPgjuhuBagaX42QHt9oiKz8BeMI4xBeaD4G4IrhVYircOuCuu4prdNSjppi2pcYwpMB8Ed0NwrcBS/HjAXXFNbxbWfRTYq8YxpsB8ENwNwbUCS/HDAbWrFp9xUWARZYwN26tgVrshuJuk4O8X2P0lGFdgbyhjTIFZIbgbgmsFluLNA/oiKyiwV5UxpsCsENwNwbUCS/HTA/oiu2aLlWDTllQZYwrMCsHdEFwrsBTvPmAuMn4ObJcyxhSYFYK7IbhWYCl++YCfbwpslzLGFJgVgrshuNYnCux6KDAtZrUbgrtJCk6BRVBgWsxqNwR3kxScAougwLSY1W4I7iYpOAUWQYFpMavdENxNUnAKLIIC02JWuyG4m6TgFFgEBabFrHZDcDdJwSmwCApMi1nthuBukoJTYBEUmBaz2g3B3SQFp8AiKDAtZrUbgrtJCk6BRVBgWsxqNwR3kxScAougwLSY1W4I7iYpOAUWQYFpMavdENxNUnAKLIIC02JWuyG4m6TgFFgEBabFrHZDcDdJwSmwCApMi1nthuBukoJTYBEUmBaz2g3B3SQFp8AiKDAtZrUbgrtJCk6BRVBgWsxqNwR3kxScAougwLSY1W4I7iYpOAUWQYFpMavdENxNUnAKLIIC02JWuyG4m6TgFFgEBabFrHZDcDdJwSmwCApMi1nthuBukoJTYBEUmBaz2g3B3SQFp8AiKDAtZrUbgrtJCk6BRVBgWsxqNwR3kxScAougwLSY1W4I7iYpOAUWQYFpMavdENxNUnAKLIIC02JWuyG4m6TgFFgEBabFrHZDcDdJwSmwCApMi1nthuBukoJTYBEUmBaz2g3B3SQFp8AiKDAtZrUbgrtJCk6BRVBgWsxqNwR3kxScAougwLSY1W4I7iYpOAUWQYFpMavdENxNUnAKLIIC02JWuyG4m6TgFFgEBabFrHZDcDdJwSmwCApMi1nthuBukoJTYBEUmBaz2g3B3SQFp8AiKDAtZrUbgrtJCk6BRVBgWsxqNwR3kxScAotIKrDSXhSYFYK7IbgWBRaRUWClusoYe3YYs9oNwd0kBT9sgf3371f53orvn2nPvfb417//Tbtu6kPdUe2Z/bm6nStneKYcNG2JjKVVxnjccOswZrUbgrtJCh5Yij9RYD/fU9u0jXt199g7D201PtQd051gPmjYXjntXhSYFrPaDcHdJAU/ZoGVerk1zaKgqrud85PHy6qv7+/50e5M/WF3u18nL7CilNY4xm7tVTCr3RDcTVLwQxbYRj/Ntgrs56f+++7RXnnm+EB5xjv9lVJgRakuw/YqmNVuCO6GAuu1Khqe+/Au40aB1d3Tmeo5vzY/Q7szPmmpjAcA4A9Ny/HCtHyvOUKB3Yqr9s/PY1+tFdjw9NvOrsqG86+03e9+/wMKK+MxbZkhuBuCu0kKHliKj1Fgs8UTFgU2tNfWSZ6efwUFpkVwNwR3kxT8kAXWl8qijR4tn3C/Z2ivX85Agf09grshuJuk4McssNoqY+m0jXtz66w8oS+wur3op/6Y8oSX+4sCEyO4G4K7SQp+0AIbS2Ywt9PcWuMvRsv66QqsPasZHxguy0bz+fcrh01bUry43RDcDcG1AkvxZwrs0CgwLYK7IbibpOAUWAQFpkVwNwR3kxScAougwLQI7obgbpKCU2ARFJgWwd0Q3E1ScAosggLTIrgbgrtJCk6BRVBgWgR3Q3A3ScEpsAgKTIvgbgjuJik4BRZBgWkR3A3B3SQFp8AiKDAtgrshuJuk4BRYBAWmRXA3BHeTFJwCi6DAtAjuhuBukoJTYBEUmBbB3RDcTVJwCiyCAtMiuBuCu0kKToFFUGBaBHdDcDdJwSmwCApMi+BuCO4mKTgFFkGBaRHcDcHdJAWnwCIoMC2CuyG4m6TgFFhE+VMDAPy5aVHejQLLEhiMayC4G4K7OU5w0wH4AF7cbgjuhuB/znQAPoAXtxuCuyH4nzMdgA/gxe2G4G4I/udMB+ADeHG7Ibgbgv850wH4AF7cbgjuhuB/znQAPoAXtxuCuyH4nzMdAADA2VFgAIBTosAAAKdEgQEATokCAwCcEgUGADglCgwAcEoUGADglCgwAMApUWBy//379c/g+2fa46SmNwveBtxtyH++p9j/fP3737TPiPdL/SBjToGJ1Uk9vKrbhpNxSbOK3Y1z3bRZyutadgvr+1o3S10yHywxBaZVRvg2q83+A238j7Ov72+v/yztBtzyv8lHd38KFmriL7fRPuAwU2BSdyuY16z+7+enZrVdw6sy4o7h65h79VdJ/P1j91IvgQ83zBSY1N1r2u8/Swu7WT2r0d0GvGauF95u9VUD273Up6vOwVFGnAKTuntNU2BGhpXctLnNrjx/vsdp7fZSr3nbglaG/BDZKTApCsyywIb28hvrmdFLfV65LV/qN0cZcQpMqxtXz9e3X+qhvWwXspFPgZWkjyzHngK7qPoCH17RbcOLW4HVvC4XH3f613f5QzD8M3B7qR9yxCkwuTrOvv9lZjar22A3PuHrUE94qVs44IhTYACAU6LAAACnRIEBAE6JAgMAnBIFBgA4JQoMAHBKFBgA4JQoMADAKVFgAIBTosAAAKdEgQEATokCAwCcEgUGADglCgwAcEoUGADglCgwAMApUWDAkXX/E8Hi/f8N7s+35f99EtdEgQFHNfz/nvvOWux4Vf+/hQdOjwIDDmm49FqUzbA3XmEUGC6FAgOOqDbValH9/NwV0HBRNrp7+v1bj7W0+j3vXMUBh0GBAQe0fv31aGiv27O6XzwcPT/CFRguhQIDDqg2zbPLpMVFWjtos6coMFwKBQYc0I4CW16kzXvq4WtVRYHhUigw4IB2vIW48pS+n4aHb247KTBcCgUGHFHtn9VLsOHiqpbQssA2Wm84YjwXBYZLocCAQ1pvo2HvVGyLjqv1tFl6w6koMFwKBQYcVXfpNBjaq98xPOFWSN0v6ubD08ZfPjwAnBsFBhzZUEvNsny6x+8evDtufmTaTYnhEigwAMApUWAAgBP6v//7/wZQqqEgryEHAAAAAElFTkSuQmCC)

> #The plot is showing that our classifier is giving best accuracy on C = 0.05.

> test\_pred\_grid <- predict(svm\_Linear\_Grid, newdata = svm.testing)

> test\_pred\_grid

[1] 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1

[54] 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1

[107] 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1

[160] 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1

[213] 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 0 0 1 1 1 0 1 1 1 1 1 1 1 1 1 1 1

[266] 1 1 1 1 1 1 1 1 0 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 0 1 0 0 1 0 1 1 1 1 0 1 1 0 0 1 1 1 1 0 1 1 1 1 1 0

[319] 1 0 0 0 0 1 1 1 1 1 0 0 1 1 0 0 1 0 1 1 0 1 0 0 0 1 1 1 0 0 1 0 1 1 1 0 0 1 0 0 0 1 0 0 0 1 1 0 0 1 1 0 0

[372] 0 1 0 0 1 1 1 0 1 1 0 0 0 0 1 1 0 1 1 1 1 1 1 0 0 0 1 0 0 1 1 1 1 0 0 1 1 0 0 1 0 0 0 1 0 0 1 0 0 0 1 1 0

[425] 1 0 1 1 1 1 1 1 1 0 1 0 0 0 1 0 0 0 1 1 1 0 1 0 1 0 1 1 1 0 1 0 1 1 1 1 1 1 1 1 0 0 0 1 0 1 1 1 1 0 1 1 1

[478] 0 1 1 1 1 1 1 1 0 0 0 1 0 1 0 1 0 0 0 0 1 1 1 1 0 1 1 1 1 1 1 0 1 1 0 0 1 0 1 1 1 0 0 1 0 1 0 0 1 0 1 1 0

[531] 1 1 1 0 0 1 1 0 1 0 1 1 1 1 0 1 1 0 1 0 1 1 1 1 0 1 1 0 1 1 1 1 0 0 0 1 1 0 1 0 1 1 0 0 0 1 0 1 1 1 0 1 1

[584] 1 1 1 1 0 1 1 1 0 0 1 1 0 1 1 1 1 1 1 1 1 0 1 1 0 1 1 1 1 1 1 1 0 1 1 0 1 1 0 1 0 1 0 0 1 1 1 1 1 0 0 1 1

[637] 1 1 0 1 1 1 1 0 0 1 1 0 1 1 1 1 1 0 0 1 1 1 1 1 0 0 0 1 1 0 1 1 1 0 0 1 1 1 1 1 1 1 0 1 0 0 0 1 1 1 1 1 0

[690] 1 1 0 1 1 1 1 1 1 0 1 1 1 1 1 1 1 0 0 0 1 0 0 1 1 0 1 1 1 0 1 0 0 1 1 1 1 1 0 1 1 1 1 0 0 0 1 1 1 1 1 1 0

[743] 1 1 1 1 0 1 0 1 0 0 1 1 1 0 1 1 1 0 0 1 1 1 1 1 1 0 1 0 1 1 1 0 1 1 1 1 1 1 1 1 0 1 0 1 0 1 0 1 1 1 1 1 1

[796] 1 1 0 1 1 1 1 1 0 1 0 0 0 0 1 1 1 0 0 0 1 1 0 0 1 1 1 1 0 1 1 1 0 0 1 1 0 0 1 0 0 1 0 0 1 1 1 1 1 1 1 1 1

[849] 1 1 1 1 1 0 1 0 1 0 1 1 1 0 1 1 1 1 1 1 1 1 0 1 1 1 0 1 1 0 0 1 0 0 0 0 1 1 1 1 0 0 1 0 1 1 1 1 1 0 1 1 0

[902] 1 1 1 1 0 0 1 1 1 0 1 1 0 1 0 0 0 1 0 0 1 1 0 0 1 1 1 1 1 1 1 1 1 0 1 1 1 0 0 0 0 0 1 0 1 1 1 1 1 1 1 1 1

[955] 1 1 1 0 0 1 0 1 1 1 1 0 1 1 1 1 0 1 1 1 1 1 1 0 1 1 1 1 1 1 1 0 1 1 1 1 1 0 0 1 1 1 0 0 0 1

[ reached getOption("max.print") -- omitted 110 entries ]

Levels: 0 1

> confusionMatrix(table(test\_pred\_grid, svm.testing$Classifier))

Confusion Matrix and Statistics

test\_pred\_grid 0 1

0 269 23

1 44 774

Accuracy : 0.9396

95% CI : (0.924, 0.9529)

No Information Rate : 0.718

P-Value [Acc > NIR] : < 2e-16

Kappa : 0.8478

Mcnemar's Test P-Value : 0.01455

Sensitivity : 0.8594

Specificity : 0.9711

Pos Pred Value : 0.9212

Neg Pred Value : 0.9462

Prevalence : 0.2820

Detection Rate : 0.2423

Detection Prevalence : 0.2631

Balanced Accuracy : 0.9153

'Positive' Class : 0